Transaction Dependencies in Generalized
Transaction Structures
(Abstract)

Can Tirker

Institut fiir Technische Informationssysteme
Otto-von-Guericke-Universitéit Magdeburg
Postfach 4120, D-39016 Magdeburg, Germany

E-mail: {schwarz|tuerker|saake}Qiti.cs.uni-magdeburg.de
Phone: +-+49/391/67-{18066[12994|18800} Fax: +-+49/391/67-12020

Kerstin Schwarz Gunter Saake

The dynamics of complex applications can be modeled by collections of related transactions. Examples
for such complex applications are business processes, CSCW applications or design transactions. Trans-
actions in such applications may be long-lived, may need to cooperate, or may require access to different
autonomous databases. Furthermore, there are constraints on the execution order and the occurrence of
termination events of related transactions, e.g. a certain transaction may only commit if another trans-
action fails. Thus, the complexity of such advanced applications is often so high that it is difficult to
state how an application will behave if certain parts (transactions) fail. Here, a means is required for
assisting the application designer to conclude which kinds of effects a certain transaction (transitively)
has on other transactions.

The concept of transaction closure as a generalization of the well-known concept of nested transactions
[Mos85] together with a set of transaction dependencies provide a common framework for modeling
advanced, complex transactions/activities. A transaction closure comprises of a set of transactions which
are transitively initiated by the same (root) transaction. In contrast to nested transactions, a child
transaction in a transaction closure may survive the termination of its parent transaction — a case which
is needed for example in models for long-during activities [DHLI1, RKT*95], workflows [GHS95, KR96],
or in active databases [HL.M88, BOH92].

Our goal is to find a (minimal) set of (orthogonal) fundamental transaction dependencies which are
applicable according to real-world application semantics. For that, we investigate termination, execution
order and object visibility dependencies. A termination dependency is a constraint on the possible
combinations (and orders) of the termination events (commit/abort) of two related transactions. In
comparison to nested transactions, in transaction closures the framework for termination dependencies
has to be extended, e.g. a child transaction may leave the scope of its parent transaction. Whereas the
termination condition for direct child transactions are explicitly specified, the conditions for transitively
related transactions have to be computed based on the direct dependencies. We identify five reasonable
termination dependencies (see Table 1). A (y/) denotes the corresponding termination event combination
is valid for the specified dependency. Otherwise, in the case of (-) the event combination is not allowed
to occur.

| t; | t; | vital_dep(t,t;) | vital(ts,t;) | dep(ts,t;) | exc(ti,t;) | indep(ts,t;) |
aborty, aborty, Vv v Vv Vv v
aborty, | commity; — — Vv Vv Vv
commity, | aborty, — v — Vv v
commity, | commit,, Vv v Vv — v

Table 1: Termination Dependencies between two Transactions ¢; and ¢;

Additionally to the termination dependencies, there are execution order dependencies which specifies
whether a transaction is executed in parallel or sequential to another transaction. In other words, there
exist constraints on the termination event and the begin event of the related transactions. Object visibility
constraints influences the view of transactions. On the one hand the state of objects accessed by the
parent transaction are make visible to a child with its initiation. On the other hand, effects are made



visible with the commit of a transaction to another transaction or to all other transactions. These
dependencies may also influence the termination dependencies among transactions.

In particular, we consider the transitivity property for all kinds of transaction dependencies discussed
above. For example, the abortion of a transaction may lead to the abortion of parts of the whole
transaction closure. Figure 1 illustrates termination dependencies between pairs of transactions (t; — t;
means that: the abortion of ¢; leads to the abortion of ¢;) and the derived transitive dependencies among
the transactions (represented by dashed arrows). In the example represented in Figure 1, the abortion of
transaction t3 implicitly leads to the abortion of transaction #;.

vital_dep(T1,T2)

dep(T1,T3) |
vital(T3,T1)
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Figure 1: Example for Transitive Transaction Dependencies

Using the transitive relationships, we are able to derive the exact relationship between two arbitrary
transactions. This issue is essential to detect hidden (not explicitly specified) relationships among trans-
actions as well as failures and contradictions in the specification of a transaction closure during the design
process. As a result, the concept of transaction closure and the basic dependencies provide the basis for
a transaction design and analyzing tool. Such a tool can help to understand the entire semantics of a
complex application and thus it may support the design of better and more efficient applications, par-
ticularly in multidatabase systems or in workflow systems. The concepts of a transaction closure and
of transaction dependencies with their transitivity properties are formally defined by using the ACTA
framework [CR90, CR94].
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